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/\*

Write a program that reads in an array of integers. You may assume that there

are fewer than 50 entries in the array .

Your program should sort the array in descending order and print out each

unique value along with how many times it appears in the array in two - column

format.Each column should be of width 10 and left justified.

\*/

#include <iostream>

#include <iostream>

#include <algorithm>

#include <string>

#include <sstream>

#include <iomanip>

#include <functional>

using namespace std;

int main()

{

//String to be used

string input = "-12 3 -12 4 1 1 -12 1 -1 1 2 3 4 2 3 -12";

stringstream ss(input);

const int SPACING = 3;

const size\_t SIZE = 50;

int myArray[SIZE] = { 0 };

int count = -1;

//fills the array with integers

while (ss >> myArray[++count]);//NULL statement

//create pointers to the beginning and end of the array

int \*beginning\_limit = myArray;

int \*ending\_limit = myArray + count;

//Sorts the array

sort(beginning\_limit, ending\_limit, greater<int>());

int current = myArray[0];

count = 1;

//counts the number of each value in the array

while (++beginning\_limit != ending\_limit)

{

if (current != \*beginning\_limit)

{

cout << setw(SPACING) << current << setw(SPACING) << count << endl;

current = \*beginning\_limit;

count = 0;

}

++count;

}

//outputs the final value

cout << setw(SPACING) << current << setw(SPACING) << count << endl;

system("pause");

return 0;

}

/\*

SAMPLE OUTPUT:

![](data:image/png;base64,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)

Self-Evaluation:

4: Works perfectly, code properly documented

I believe I earned 4 points.

\*/